Interdisciplinary Design Patterns for Socially Aware Computing

Harun Baraki*, Kurt Geihs†, Christian Voigtmann‡, Axel Hoffmann§,
Romy Kniewel¶, Björn-Elmar Macek∥ and Julia Zirfas**
Zentrum für Informationstechnik-Gestaltung (ITeG)
University of Kassel, Germany

Abstract—The success of software applications that collect and process personal data does not only depend on technical aspects, but is also linked to social compatibility and user acceptance. It requires experts from different disciplines to ensure legal compliance, to foster the users’ trust, to enhance the usability of the application and to finally realize the application. Multi-disciplinary requirements have to be formulated, interwoven and implemented. We advocate the use of interdisciplinary design patterns that capture the design know-how of typical, recurring features in socially aware applications with particular concern for socio-technical requirements. The proposed patterns address interdisciplinary concerns in a tightly interwoven manner and are intended to facilitate the development of accepted and acceptable applications that in particular deal with sensitive user context information.

I. INTRODUCTION

Design patterns can be understood as reusable tools that help solving recurring problems in engineering tasks. They emerged from the work of Alexander et al. in the field of architecture [1]. Although Alexander himself questioned the relevance of his architectural patterns [2], ironically nowadays design patterns play an important role in many domains such as software engineering [3] and human-computer interaction [4]. Design patterns may simplify and speed-up the development process as they indicate a direction for a solution that is mostly based on thorough knowledge and experience for the particular issue. At the same time they contribute to a common vocabulary that lets experts communicate more easily about design questions. They also help to avoid potential mistakes.

This paper is about interdisciplinary design patterns for applications that collect and process sensitive personal data. Such applications make use, for instance, of context data and personal preferences and profiles in order to adapt to individual users and their situations, or to analyze behavioral patterns, motion profiles and other characteristics. We will refer to this type of software hereafter as user-aware applications.

Personal data might be processed on servers and devices that are not visible to the user, and applications might execute actions the user is not aware of and perhaps would not even allow. While this tight interweaving into the users’ everyday lives offers a wide range of exciting application opportunities, it also demands the consideration of non-technical, societal aspects. Questions of privacy, trust, usability, legal compliance etc. have to be addressed during application development. To meet this challenge and to provide proper solutions, software experts have to collaborate with experts from other disciplines.

A comprehensive interdisciplinary development methodology for the design of user-aware applications has been worked out in the VENUS project [5]. Four disciplines were represented in VENUS, i.e. computer science, jurisprudence, ergonomics and trust research, contributing to the research of development methods and tools for user-aware applications and taking into account theories, methods and tools described in the context of socio-technical system design. While ergonomics and computer science are focusing on the usability and technical implementation of applications, jurisprudence and trust research emphasize the embedding of technology in its societal context. Laws and principles define the rules that both the user and the software manufacturer have to comply with. The trust dimension includes the users’ perspectives by analyzing their doubts, uncertainties and expectations and tries to strengthen the users’ confidence in the application by appropriate measures. Note that this mix of disciplines was due to pragmatic project constraints. Additional disciplines could have been, for example, sociology and psychology. Nevertheless we claim that the four involved disciplines cover a very large part of the relevant concerns.

In the course of the VENUS project, three demonstrators were designed and implemented by separate interdisciplinary development teams in different application domains, i.e. mobile computing, social networking, and ambient assisted living. Thus, recurring patterns were identified related to concerns about social awareness and societal embedding of the applications. Domain experts helped us in an iterative process to consolidate the initial list of patterns and to pick out those that are generally applicable. The contribution of this paper is not only a presentation of a design pattern collection. A further intention of this work is to argue for truly interdisciplinary design patterns that help to address interwoven, crosscutting design concerns for socially aware computing applications.

The remainder of this paper is organized as follows. The following section discusses related work and justifies the need for further research. Thereafter, we explain the development
of the design patterns and highlight those steps of the VENUS methodology that are essential for societal compatibility and that are captured by our design patterns. Subsequently, our pattern template is introduced, before we present four examples for design patterns that focus on interdisciplinary, cross-cutting design aspects. For reasons of space only four design patterns are presented here. More patterns are contained in our technical report [6]. Section V discusses the role of interdisciplinary design patterns in software engineering. We conclude the paper with a general reflection on the significance of our design patterns and an outlook to future work.

II. RELATED WORK

In the following we focus primarily on related work that adopts a clear interdisciplinary viewpoint on user-aware applications in domains such as Ubiquitous Computing (UC), Ambient Assisted Living (AAL) and Social Media.

One of the first publications proposing privacy guidelines for web sites and ubiquitous computing applications can be found in [7]. Langheinrich introduces several fundamental principles such as the principle of notice in which users have to be informed by announcements first and foremost if data is collected about them. Further principles like the choice and consent principle were justified on the basis of the EU Data Protection Directive 95/46/EC and the fair information practice principles (FIPP) that were first described in the Privacy Act of 1974 (5 U.S.C. 552a as amended). Langheinrich suggests approaches of a general manner. As the title of the work implies, principles are proposed, but not design patterns that support their concrete implementation.

In [8], Lahlou et al. propose nine guidelines, called European Disappearing Computer Privacy Design Guidelines. Most of them, i.e. Think Before Doing, Good Privacy Is Not Enough and Re-visit Classic Solutions, give some clues which thoughts developers should take up in general. Others are geared to the principles introduced by the OECD [9]. Altogether, Lahlou et al. indicate problems and challenges developers have to tackle. Many of these guidelines can be considered indeed as motivation for design patterns, but not as intelligible instructions developers can apply.

An extensive work on patterns for social media is presented in [10]. Crumlish et al. introduce social patterns and define them as components and pieces of technology that are the building blocks of social experiences. The authors focus on motivating people to take part and interact in social networking by proposing design patterns for social interfaces. Their pattern language goes beyond typical HCI patterns, such as those of [11], as it accentuates the overall state and well-being of customers more substantially. Nonetheless, they do not integrate explicitly the perspectives of law and trust. The trust dimension is rather considered on the level of the user interface, but not in the backend where software manufacturer and service provider access personal data.

Chung et al. introduce in [12] 45 design patterns for ubiquitous systems, grouped into the four groups Ubiquitous Computing Genres, Physical-Virtual Spaces, Developing Successful Privacy, and Designing Fluid Interactions. Their intention is to provide an initial list of design patterns that can be enhanced and extended. In the context of this work especially the fifteen design patterns devoted to privacy and the eleven patterns related to fluid interactions are of interest here. Their set of design patterns did not emerge from the authors’ own software projects but from studying the relevant related literature. For example, their Fair Information Practices pattern lists the aforementioned practices of the 1970s as solution and refers to Langheinrich’s work [7]. Other patterns reproduce principles like the choice and consent principle, but do not provide clear instructions how to put them into practice. In contrast to our approach, Chung et al. consider privacy and usability separately. In our work, we take requirements from different disciplines at the same time into account in order to resolve conflicts instantaneously and allow for an improved joint design.

Ruiz-López et al. propose in [13] various patterns to address non-functional requirements in ubiquitous computing systems. Most of them refer to adaptivity, reliability and security, but two of them, i.e. the Pseudonymity and the Human Factor patterns, are classified as patterns concerning ethics. The Human Factor pattern, for example, is a hybrid approach that allows the user to perform certain activities on his own instead of leaving it up to the software. According to this pattern, developers should consider the possibility to only assist users or to let users do things on their own to improve, inter alia, their well-being. Here again, detailed information about the pattern and possible scenarios and examples are missing. In fact, Ruiz-López et al. present an excellent analysis, but their conclusions are formulated on a very abstract level and without concrete connections to interdisciplinary design guidelines.

Considering the principles, guidelines and patterns introduced in this section, two main problems can be identified: firstly, the descriptions are often too general and too vague. If indeed the aim is to implement abstract requirements, that have for instance a legal background, the utility of the presented patterns is rather limited. An approach is required that provides support from the initial requirements through to their realization. Secondly, interdisciplinary design patterns have to integrate cross-cutting aspects from different disciplines such as human-computer interface, computer science, trust research and law. The previous works only emphasized one or two of these disciplines per design pattern, but did not include the forces from other disciplines that could oppose them. The goal of our proposed design patterns is to consider cross-cutting concerns for social awareness concurrently in an interwoven manner in order to avoid conflicts and increase efficiency.

III. PATTERN DEVELOPMENT

The methodology created in VENUS supports interdisciplinary teams that include, inter alia, lawyers, software experts and trust and usability engineers, to work together in an efficient and structured manner [14]. The following sections present first the demonstrators from which the design patterns emerged from and that were developed by our interdisciplinary
teams in the course of the VENUS project. After that, the key factors of the VENUS development methodology that were essential for the evolution of our design patterns and that were applied in the demonstrator projects, are introduced.

A. Demonstrator Projects

The three demonstrators implemented for evaluation purposes are called Meet-U, Connect-U and Support-U [15], [16], [17].

Meet-U is a mobile application that supports users to organize meetings. After installation and registration a user can invite other users to participate in an event or create events on his own initiative. It is also possible to take part in public events or to purchase tickets. A specific feature of Meet-U is its context awareness and adaptivity. For example, navigation will be started automatically depending on the time required to arrive at the event and depending on the user’s preferences concerning transportation. Reaching the destination the application will connect to the local Web service of the event organizer and will show helpful information like the indoor map of the location to the user [15].

Connect-U assists conference participants in organizing their schedule, in recalling their social contacts they had during the conference and in sharing information with their colleagues. At first, the participants create a profile and register it with the Connect-U website. During the conference the participants wear RFID tags that recognize whether two persons are communicating with each other. RFID readers in every room monitor the movement of the participants. On the Connect-U website participants can check which lectures and talks they are going to visit, which ones they attended and with whom they talked during the conference. They can ask for more information about their dialogue partners by invoking their profiles. If two participants accept each other as friends on Connect-U, they can even look up the other’s current position [16].

Support-U is an application in the field of Ambient Assisted Living (AAL) that supports elderly people in their everyday life. To this end, unobtrusively deployed sensors are reporting on the status of the flat and provide information such as activated electrical appliances, open windows and doors and the current temperature, humidity and light intensity. Blood pressure, pulse and movement intensity are transmitted by sensors attached to the elderly person. Family members or care workers who look after this person can display any information received in a clearly arranged overview on their tablet computer. Easy-to-understand colors and symbols facilitate the perception of important status information. In this way, on-site checks by the caring person can be reduced and the elderly person may enjoy living at home instead of residing in a nursing home [17].

B. Incorporating Normative Requirements

The core of the VENUS approach is an iterative development approach consisting of the phases: analysis of needs, requirements management, conceptual design, software design with implementation and in-situ evaluation [14]. The analysis of needs implies the development of specific application scenarios that provide a common understanding about the required application functionality and usage context. The scenarios were derived from application objectives by involving experts and users in joint workshops. Potential users validate the scenarios to detect misunderstandings and misconceptions in the functionality, usage and socio-technical embedding of the application in an early stage.

We are particularly interested in the requirements management and elicitation phase as it is here that requirements from various disciplines are elaborated and merged. Besides usual functional and quality requirements, requirements for legal compatibility, usability and trustworthiness are considered. Domain experts derive these requirements from normative sources by concretizing the provisions with regard to the technical system. The goal is to translate these provisions to technical requirements and then to merge them in a subsequent step.

For example, let us look at the legal dimension. The procedures of the other involved disciplines will be explained briefly after that, before we finally switch to the merging of the different requirements. The following example also intends to give a feeling for the efforts each domain expert has to make and underlines the necessity of interdisciplinary design patterns that help to capture this knowledge for future projects.

After realizing the application goals and scenarios, a lawyer might consider the constitutional laws that can be applied to the application under development. Mostly, the general rights of personality will be taken into account. Depending on the intended application further laws may be included, for example, the fundamental right of ownership and the right of freedom to expression and information in case that the software is used to publish articles and pictures. Subsequently, legal specifications have to be derived from the relevant constitutional laws. They can be elaborated by interpreting the constitutional laws with respect to the social functions affected by the application. In addition, case-laws can be utilized. In the event of the intended application further laws may be included, for example, the right to informational self-determination and the right to confidentiality and probity in information technology systems. The next step is to find concrete criteria that the application has to fulfill to be in line with these legal requirements. In case of informational self-determination such criteria could be transparency, controllability and secrecy. Such kinds of criteria characterize and shape the application. They are not only regarded in the stage of requirement elicitation and design, but also in the evaluation phase. As with provisions, criteria are described in the language of law. In contrast, the next steps have to be elaborated together with software experts in the language of technology. The criteria have to be transformed into functional requirements or, more explicitly, to technical design goals. For instance, to enable transparency the usage of personal data by the application can be made accessible to the user in log files that are protected by encryption.
In the same way usability engineers have to work out technical goals. Instead of using laws, they follow policies and norms for ergonomic design. A typical example is given by the ISO 9241 series of standards, known as “Ergonomics of human-system interaction” [18]. In contrast, trust engineers, i.e., experts for increasing the users’ confidence in a technical artefact, determine first possible feelings of insecurity which depend on the concrete use case and context. They try to find the relevant trust dimensions that could address these insecurities and elaborate confidence-building measures by means of a multi-step process. Assuming that an application is performing several adaptations autonomously, a trust engineer could identify, for example, traceability as a relevant trust dimension. In a further step, this would be refined by incorporating controllability and comprehensibility. Based on this, functional requirements would be prepared by considering the technical details of the system and the situations of insecurity detected in the first step. The design pattern Control of Autonomous Adaptation, for example, is addressing autonomous adaptation in the context of user-aware application.

Finally, the functional requirements and the requirements formulated by the different domain experts have to be merged. For this purpose, the requirements will be assessed and prioritized. Furthermore, all requirements are checked for redundancy and contradictions. In case of inconsistencies, solutions or compromises have to be agreed on within the team. Then, implementation concepts can be worked out, realized and evaluated. The process details can be found in [14] and [19]. A summary is provided in [5].

C. Pattern Extraction

Developing socially acceptable user-aware applications generally is a time-consuming, complex and expensive task, even if using the VENUS methodology that provides tools, methods and a systematic approach to develop proper solutions. Our goal is to capture and share in design patterns the knowledge and the solutions generated by the various disciplines to reduce costs, efforts and conflicts in future projects. It shall speed up and simplify the interdisciplinary development process and provide directions and starting points to inexperienced development teams.

As already mentioned, three demonstrators have been designed and implemented in the course of the VENUS project by separate development teams in different application domains. We analyzed the development phase of the three demonstrators together with their responsible teams and determined first common burdensome and crucial points that the interdisciplinary development teams had to address in the early stage of their projects. In this phase, mainly the functional requirements and application scenarios were given.

This stage generates the Intent and Motivation parts of our design patterns. They refer to the problem that the design pattern has to resolve. The next step was to ascertain the main legal criteria, trust dimensions and ergonomic principles that were included by the development teams to work out a socially acceptable solution. The Forces and Context section of the design patterns summarise these. Details that would restrict the design pattern to a very limited number of use cases were omitted. Furthermore, the objective is to indicate the different directions and forces the developers have to take into account, but not to list complete provisions, laws and norms. In fact, they might confuse developers and team members not familiar with those disciplines instead of giving them an initial overview and roadmap. In a final step, the technical goals and implementations elaborated by the development teams were examined. We realized that certain implementation aspects are already addressed by existing human-computer interaction (HCI) patterns. Hence, our design patterns refer also to existing HCI patterns that help implementing the solution. The detailed structure of the design patterns is introduced in the next section.

After identifying candidate design patterns, the different development teams assessed them first against their applicability in the different demonstrator projects. The remaining design patterns were rated with respect to reusability and relevance for user-aware applications in general. In an iterative process we created a consolidated collection of generally applicable patterns.

D. Template for Interdisciplinary Design Patterns

We describe our design patterns by using a template with eight sections. These include, inter alia, typical pattern fields such as intent, motivation, solution, consequences and forces and context of the pattern. But while other pattern collections address single topics unilaterally and from an isolated view, our patterns comprise the abstract as well as the concrete aspects. The solution section of our patterns presents approaches for design and implementation, while the other parts, particularly the forces and context section, emphasize the abstract layers. These may encompass normative goals, norms, and other non-functional criteria. The sections of the template are:

- **Name**: A memorable, descriptive name is chosen that can be connected easily to the pattern’s main feature. This will help to recall the pattern. Furthermore, it will simplify and speed up the collaboration between developers and experts from different areas. We will use the pattern’s name as the title of its description.
- **Intent**: The Intent indicates concisely when the pattern should be applied. Hence, the problem that is handled by the pattern is described. Note that our proposed patterns focus on normative provisions and non-functional criteria. Besides, the Intent points out in one or two sentences how the problem will be solved. This supports users in browsing the patterns efficiently. In total, the Intent should not exceed five sentences.
- **Motivation**: The Motivation illustrates the problem by giving an example. This example should be representative for the situation and the broad class of scenarios the pattern is addressing.
- **Forces and Context**: The Forces and Context section highlights the non-functional aspects that would come off
badly in practice if the pattern would not be applied. In particular, it names the conflicting sets of goals, especially if a functional requirement encounters normative policies. The fundamental task of the pattern is to solve this conflict in the best possible way. We will name the normative goals explicitly and will justify the pattern’s use by them.

- **Solution**: The Solution section is divided into two parts. The first part proposes a general approach and is not limited to a certain application example. The level of detail is not too high since the concrete implementation depends on the actual application and because it would be out of scope of a pattern collection. However, the description is sufficiently complete for software designers and software developers to put it into concrete design goals. The second part of the Solution section shows the application of the pattern to our demonstrators.

- **Consequences**: The main consequences of the application of the pattern are subsumed in this section. These may include positive as well as negative consequences. We will point usually to consequences related to non-functional aspects. Indeed, we may mention technical consequences if it is of key importance that the development team has to be aware of it.

- **Related Requirement Patterns**: Our patterns also point to existing well-known requirement patterns that assist the development team to identify and document software requirements during the requirement management phase. Requirement patterns are an approach to reuse recurring requirements [20], [21]. They contain templates to describe standardized requirements and other relevant information in tabular form [22], but have to be adapted to the current project. The requirement patterns we refer to are listed in [23].

- **Related HCI Patterns**: The cited HCI patterns shall support developers in applying our design patterns. They were not developed in the VENUS project but were taken from [4] and [24].

### IV. PATTERNS

In this section we present examples for interdisciplinary design patterns. Due to lack of space only four design patterns will be described and exemplary solutions for two applications are presented for each pattern. The complete set of patterns can be found in our technical report [6]. The following list enumerates the design patterns identified so far:

- **Control of Autonomous Adaptation**
- **Emergency Button**
- **Trust and Transparency**
- **Enable/Disable Functions**
- **Abridged Terms and Conditions**
- **Context State Indication**
- **Data Access Log**
- **On Demand Explanation**

![Fig. 1. Two examples in Meet-U for adaptation notifications.](image1)

The following sections introduce the patterns Control of Autonomous Adaptation, Emergency Button, Trust and Transparency and Enable/Disable Functions.

#### A. Control of Autonomous Adaptation

**INTENT**: Autonomous adaptations can result in usability problems. The goal of the pattern is to prevent the feeling of loss of control. This feeling occurs with the user if the behaviour of an application is not comprehensible or if the behaviour disturbs the current interaction with the application.

**MOTIVATION**: The pattern helps to create understandable autonomous adaption and prevents the feeling of loss of control. For example, consider the smartphone application Meet-U that supports the user during the preparation and planning of an event, while traveling to an event, and while participating in the event. The application features autonomous adaptation to provide always the best service to the user. Therefore, the application adapts to the navigation mode if the user needs to depart. If this autonomous adaptation occurs during an user interaction, e.g. the user enters a new event or changes his profile picture, the interaction will be disturbed. In this case, the user should be in control whether the adaptation is to be performed.

**FORCES AND CONTEXT:**

- **Controllability**: To support the user’s self-determination in case of autonomous adaptation, the ultimate decision-making authority has to remain with the user - otherwise the system can adapt to unintended and irreversible states.
- **Plausibility**: By showing the user the next adaptation step and giving him the possibility to revert an adaptation, the autonomous adaptation is no longer a pure blackbox concept. The user gains not only control, but also an overview about the different states and steps.

**SOLUTION**: The user should be enabled to keep control of autonomous adaptations. This prevents the feeling of loss of control. Two cases have to be distinguished:
- The user interacts with the application currently. In this case the application should notify the user about the upcoming adaptation and enable the user to determine if the application should adapt. The user should have a choice to accept, decline or delay the adaptation.
- The user does not interact with the application currently. This means that the adaptation can be performed. However, the application needs to provide the user an option to revert the adaptation.

Adaptations with substantial effects on the system should be recorded in a history. Such a change may be the switching off of a monitoring system or the muting of a ringtone. The adaptation design needs to be tailored to the application domain, development platform, and target user group.

- Meet-U: Since Meet-U is a smartphone application there exist several types of notifications to inform the user about already performed or upcoming adaptations. Figure 1 gives an impression of how the adaptation notifications and control interfaces may look like.
- Support-U: In Support-U an autonomous adaption takes place by the automated selection of the room view that shows the room the person is currently located in. If the room view is manually selected by the user and Support-U wants to automatically adapt the view to the current location of the person, the user receives a notification by the application. The notification informs the user that an autonomous adaption of the room view will take place. The user is able to refuse the adaption.

CONSEQUENCES: The pattern is influenced by and influences the user interface design of the application. The adaptation notifications need to be integrated into the user interface design.

RELATED REQUIREMENT PATTERNS:
- Signaling the Function Status: The application shall show the users the status of the functions.
- Level of Automation of Functions: The application shall allow the users to select the level of automation for the functions.
- Control of Processes: The application shall confirm successful completion of processes for users. The application shall make it possible for users to undo processes. The application shall confirm input to users.

RELATED HCI PATTERNS:
- Notifications: “You must provide a method to notify the user of any notifications, of any priority, without unduly interfering with existing processes.” [24]

B. Emergency Button

INTENT: This pattern enables the user to halt collection and use of his personal data in a simple one-step manner at any time. It should be applied if the application collects and uses personal data.

MOTIVATION: Many user-aware applications use sensors to collect context information in order to reason about the user’s current environment and situation. This implies that sensitive personal data is collected. For example, Meet-U displays the user’s own position and the position of his friends who are heading to the same destination. An easily accessible emergency button should be available in the user interface. By pressing the button the user can force the application to stop immediately collecting and sharing his position.

FORCES AND CONTEXT:
- Informational self-determination and controllability: The appliance of this pattern supports the user’s right to informational self-determination by disabling any use or gathering of personal data by the application. This right has been derived from the basic personal right (Art. 2 Para. 1 and Art. 1 Para. 1 Basic Law of Germany) and gives every individual the authority to determine, when and within which limits private data should be used or communicated to others. Basically, it enables the user to maintain control of his/her own data. (BVerfGE 65, 1 (43) population census decision).
- Confidentiality: By providing a mechanism to the user to disable the collection and use of personal data, the user’s acceptance and trust into the application can increase. This holds especially true in situations where the user wants strict confidentiality.

SOLUTION: The implementation and the user interface design of an emergency button depend on the application domain and development platform. The button should be easily accessible at all times. It is important to give a feedback to the user after activating the button.

After triggering the emergency button the system stops immediately collecting and using personal data. Herein, all data from which other personal data can be inferred is included. If pressing the button impairs application functionalities, the application needs to highlight these functions to provide visual feedback to the user.

- Meet-U: If running on a smartphone, the button can be placed in the context menu of the application. The application receives personal data only through a proxy or manager class. The manager class is used to encapsulate the access to personal data and to prevent unwanted access. After activating the emergency button, the manager class stops providing personal data. Furthermore, the application is not allowed to use personal data anymore. The application informs the user via a pop-up window about any consequential restrictions. Besides, an icon in the notification bar may inform the user that the emergency button is activated.
- Support-U: If the monitored elderly person does not have control over the application, a so called “button-on-the-wall” actuator is needed. If the "button-on-the-wall" has been pushed, the context data collection process, the processing of already gathered context data as well as the transmission to the monitoring party is interrupted. Furthermore, Support-U notifies both parties that the "button-on-the-wall" has been pushed and therefore no
context data can be further displayed by the Support-U application.

**Consequences:** When the button is triggered, all functionalities, which require personal data, need to be deactivated. The Emergency Button Pattern can be combined with the Enable/Disable Functions Pattern which addresses similar concerns, but in a selective manner.

**Related Requirement Patterns:**
- Agreement to Functionality: The application shall ask for users' consent regarding the functionality before use. The application should enable users to alter their consent regarding the functionality.
- Control of Processes: The application shall confirm successful completion of processes for users. The application shall make it possible for users to undo processes. The application shall confirm input to users.

**Related HCI Patterns:**
- Button: "You must allow the user to initiate actions, submit information, or force a state change, from within any context." [24]
- Convenient Environment Actions: "Group these actions together, label them with words or pictures whose meanings are unmistakable, and put them where the user can easily find them regardless of the current state of the artifact. Use their design and location to make them impossible to confuse with anything else." [4]

**C. Trust and Transparency**

**Intent:** The intent of the Trust and Transparency Pattern is to visualize sensor devices and inferred context sources that surround a user. The intention of this pattern is to reduce the unobtrusiveness of current sensor technology if needed.

**Motivation:** Various sensors pervade our daily life and affect us in different situations and areas. Mostly, gathered sensor data and inferred context data are processed by applications without informing the user about the involved context information sources. For example, so-called smart homes and smart rooms adapt their services to the lifestyle habits of occupants by observing and learning their behaviour patterns [25], [26]. Likewise, with the aid of smart badges conference attendees can be grouped by their interests. They can be automatically informed about similar activities of other members [27], [28]. RFID sensors are used to detect whether conference attendees are talking to each other, how long their conversation took, and which talks participants have visited. This information may be processed without knowledge of the participants.

**Forces and Context:**
- Transparency: The pattern increases a user’s trust in using user-aware applications by visualizing the sources for context data, respectively the sensors that surround the user. The user’s perception and understanding of her environment are supported.

**Solution:** A general solution is to add an augmented reality view to the context-aware application. For example, the camera view of the smartphone could be used to visualize the sensors that surround the user.

- Support-U: An overlay technique is proposed that visualizes the sensors installed in the surrounding area. The overlays enable the user to recognize easily the availability and type of installed sensors. In addition, the user is able to access the current data of the sensor and its data history by simply clicking on the sensor in the overlay. An example of the implementation of the proposed pattern is illustrated in fig. [2]
- Meet-U: Meet-U’s indoor navigation incorporates RFID tags and readers to be able to localize the user even when a GPS signal is not available. The user can see on the map of the building where nearby RFID readers are installed. The same view indicates that the user is localized by means of a RFID tag instead of using GPS.

**Consequences:** By enabling the user to detect the sensors surrounding her, her confidence in the application will potentially increase by the provided transparency. Furthermore, the user is able to access additional information that has not been visible and accessible to her before.

**Related Requirement Patterns:**
- Signaling the Function Status: The application shall show the users the status of the functions.

**Related HCI Patterns:**
- Tooltip: "You need to add a small label, descriptor, or additional piece of information in order to explain a piece of page content, a component, or a control." [24]
- Annotation: "You must be able to attach additional information to a data point within a dense array of information, without leaving the original display context. Any interactive infographic that demands such additional information can generally support an Annotation. Layered display is easy to add to almost any platform, but some
attention must be paid to precise location ability when used in Infinite Area and similar displays.”

D. Enable/Disable Functions

**Intent:** The goal of the pattern is to enable the user to explicitly agree or disagree to certain functions provided by the user-aware application. This choice can be offered to the user by the application at start-up time.

**Motivation:** Consider users living in an Ambient Assisted Living environment: these users are surrounded by various sensors such as video cameras, motion sensors or electrical current sensors that are used to monitor the actual situation of a person. Further examples can be found in mobile applications that recommend, for instance, places of interest to the user by considering the gathered movement behaviours. With regard to these examples, it becomes obvious that sensors often unobtrusively collect highly critical and personal context data of users. Hence, the proposed pattern enables the user to decide which functions she is willing to use and which function the user renounces because she does not want to provide the personal data needed by the requesting function.

**Forces and Context:**

- **Informational self-determination:** The pattern considers a user’s basic right of informational self-determination. This is due to the fact that a user is able to explicitly agree or disagree to a certain function depending on the personal context data needed by the function. Therefore, the user has direct control of the context data collection process. This satisfies the principles of necessity, transparency, giving consent and responsibility. They are part of the user’s right of informational self-determination and are described in detail in [29] and [30].

- **Traceability:** The pattern provides an overview and indicates which function requires which personal context data to work properly. For this reason, a user is aware of the context data that is gathered by the sensors that surround her.

- **Confidentiality:** The pattern increases a user’s trust in the application by offering the possibility to prevent the collection and inference of certain personal context data. Hence, a user can be sure that personal data that is critical to her is not gathered, stored or further processed by third parties.

**Solution:** The user can explicitly agree or disagree to certain functions. For this purpose, the application has to display the crucial functions that make use of personal and context data, together with the corresponding data types. A possible way of displaying these functions and the required data may be the use of a privacy consent form.

- **Support-U:** Figure 3 displays the privacy consent form of the Support-U application. In the depicted form each function that utilises personal context information, is listed. Furthermore, the user is able to activate or to deactivate the functions, e.g., to enable a live stream or to enable context state prediction.

- **Meet-U:** Meet-U provides several functions that make use of localization mechanisms and personal data of the user. That includes the user’s interests, buddy list and his preferred means of transportation. For indoor navigation a RFID sensor attached to the user is exploited. The user can switch off the navigation function at any time so that neither the indoor nor the outdoor localization continue to operate. The user’s preferences concerning transportation will be no longer available, too.

**Consequences:** By enabling the user to explicitly disagree to certain functions, an application might not be able to provide all of its functionalities to the user anymore. However, the usage of this pattern in the development process of user-aware applications will strengthen the user’s confidence in the software.

**Related Requirement Patterns:**

- Configurability: The application shall enable users to activate or deactivate functions.
- Agreement to Functionality: The application shall ask for users’ consent regarding the functionality before use. The application should enable users to alter their consent regarding the functionality.

**Related HCI Patterns:**

- Choice from a Small Set: "Show all the possible choices up front, show clearly which choice(s) have been made, and indicate unequivocally whether one or several values can be chosen.”

V. Discussion

Design patterns are a subject of dispute, both in software engineering and architecture, where they originated from. Christopher Alexander, who is also called the father of pattern languages, introduced a comprehensive pattern language that encompassed architectural design patterns of different granularity [1]. The patterns are linked to each other and
can be composed in a hierarchical manner such that they address larger structures as well as their fine-grained details. However, after the application of his pattern language by several architects, he was disappointed about the results and criticised in later works [31], [32], [2] the pure mechanical application of patterns leading to buildings that have "this mechanical death-like morphology" [31].

The interdisciplinary design patterns proposed in our work are not designed to skip any stages in the development process, and our intention is not to provide building blocks or components that can be composed in a hierarchical manner. Our pattern approach emphasizes the need for a combined, interwoven treatment of design aspects from different disciplines. Our patterns aim at giving hints and pointing to expectations and restrictions that the different disciplines should bear in mind when collaborating and striving for a common goal, i.e. the societal embedding of software applications.

Our VENUS development methodology facilitates the engineering of software solutions for user-aware applications by involving the main dimensions that address societal aspects, such as norms and principles, and that reflect the requests and doubts of potential users. The development methodology is supported by a collection of interdisciplinary design patterns that indicate potential starting points, keep important aspects and point of frictions in mind and speed up the development by presenting related solutions and best-practice know-how. To say it with the words of Chung et al. [12], patterns represent solutions that others have already thought through. They conclude after evaluating their patterns for ubiquitous computing that not all of them were valuable, but that they helped in generating new ideas, in communicating them and in speeding up the developers work. Certainly, it takes time for a pattern to mature and prove its value.

VI. CONCLUSION

User-aware applications regularly make use of sensitive personal data such as the user’s location, preferences, contacts or health status in order to reason about the situation and react autonomously. Aspects like privacy, trust and usability have a tremendous impact on the acceptance and acceptability of such applications. These aspects should be included and considered throughout the entire development process. We propose a set of interdisciplinary design patterns that focus on the necessary societal embedding of user-aware applications. They were derived from different case studies where usability-enhancing and trust and confidence-building measures were applied and compliance with laws was taken into account. They go beyond earlier pattern languages that have concentrated mainly on functional and security-related concerns or looked solely at usability issues. The interdisciplinary nature of the patterns makes development teams aware and reminds them of requirements and concerns from other disciplines even if the respective discipline experts are not present in the team. Thus, conflicting disciplinary requirements can be resolved early in the development process. The patterns support the re-use of important design know-how in order to reduce the likelihood of repeating mistakes, speed up the development process, and lower the design effort. Last but not least, the patterns facilitate the discussions among the discipline experts by creating a common conceptual foundation. We are confident that these benefits will be confirmed in future development projects that make use of our pattern collection.

Further intention of this paper is to raise the awareness for the need for a socially aware design of software. We believe that our evolving set of reusable interdisciplinary design patterns facilitates substantially the development of applications that are well embedded into the societal environment. However, we are well aware that our pool of experiences is not large enough and that the target problem space is so huge and multifaceted such that much more experience is needed until a final word on such a pattern collection can be spoken. We hope that other research and development teams will share their experiences with the community and will contribute to establishing solid guidelines and best practices for the development of socially aware computing applications.
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